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This article considers the problem of designing a two-level network where the upper level consists of a backbone ring network connecting the so-called hub nodes, and the lower level is formed by access ring networks that connect the non-hub nodes to the hub nodes. There is a fixed cost for each type of link, and a facility opening cost associated to each hub. The number of nodes in each access ring is bounded, and the number of access rings connected to a hub is limited to \(\kappa\), thus resulting in a ring/\(\kappa\)-rings topology. The aim is to decide the hubs to open and to design the backbone and access rings to minimize the installation cost. We propose a mathematical model, give valid inequalities, and describe a branch-and-cut algorithm to solve the problem. Computational results show the algorithm is able to find optimal solutions on instances involving up to 40 nodes within a reasonable time. © 2016 Wiley Periodicals, Inc. NETWORKS, Vol. 68(2), 130–140 2016
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1. INTRODUCTION

This article shows the results of our research on the problem of designing a two-level network in which both the upper level network, that connects the hubs, and the lower level networks that connect user nodes to hubs, are rings. Rings are common structures in telecommunication networks as they provide survivability against single edge/node failures. Synchronous digital hierarchy (SDH), synchronous optical network (SONET), and wavelength-division multiplexing systems and Resilient Packet Rings are often configured in self-healing rings. Large networks use hierarchy to connect rings at different levels. Rings are also common in transportation applications where vehicles start and end their trips at a depot. Multi-echelon distribution systems, as in multimodal networks and city logistics, involve the design of rings at different levels of a transportation network where intermediate facilities are used for storage and transfer activities (see, e.g., [6]). In our study, we use the telecommunications terminology and refer to the upper level network as backbone and to the lower level networks as access networks.

In our problem, we are given an undirected graph, costs of installing hubs at nodes, and costs of installing both backbone and access edges. The problem requires selecting a subset of nodes as hubs, connecting the hubs with a ring network, and connecting the remaining nodes to hubs with rings. We impose that an access ring may contain at most \(q\) nodes (including its hub). At least one and at most \(\kappa\) access rings can be adjacent to a hub. The aim is to minimize the total cost of installing hubs and backbone and access edges.

Klincewicz [17] uses the notation “backbone structure/access structure” to specify the structure of a two-level network. For instance, in a “fully connected/ring network,” the backbone network is a complete graph on the hubs, and the access networks are rings, each visiting a subset of users and one hub. With this notation, a solution to our problem is called a “ring/\(\kappa\)-rings” network, and the problem is named ring/\(\kappa\)-rings network design problem. Figure 1 shows a ring/3-rings optimal solution network for an instance with 20 nodes where the number of nodes in each access network is limited to 5. The solid lines represent the backbone network and the dashed lines represent the access networks. The nodes in the backbone network are the hubs. In this solution, one of the hubs has three access networks (the maximum allowed), while the other hubs have only one access network. Figure 2 shows the optimal solution for the same instance when the required network structure is ring/2-ring, that is, when at most two access ring per hub are permitted. The optimal solution of the ring/1-ring problem is depicted in Figure 3.

Even though hierarchical networks are common in many applications, there are few studies on related problems where
the networks are rings in both levels. Most of the studies that consider survivability are on the design of a single layer network (see, e.g., [13, 15, 16, 22, 23, 29, 31]). Fortz and Labbé [7] and Fortz et al. [8–10] study the problems of designing rings of bounded size. Labbé et al. [18] consider the problem of simultaneously locating plants and designing rings that connect customers to those plants. The number of customers that a plant can serve is limited. Magnanti and Raghavan [21] and Balakrishnan et al. [1, 2] consider more general survivability requirements. Klincewicz [17] reviews combined hub location and network design problems. Gourdin et al. [12] survey the studies on location problems encountered in telecommunications network design. Soriano et al. [28] provide an overview of design and dimensioning problems in survivable SDH/SONET networks. Contreras and Fernández [5] review studies on combined location and network design problems.

Labbé et al. [19] study the design of a ring/star network and propose a branch-and-cut algorithm. Baldacci et al. [3] study a generalization where the backbone network allows \( m \) rings instead of one. Lee and Koh [20] study the ring/chain network design problem with dual homing for a given ring backbone. They show that the problem related with the design of access networks is NP-hard, give a formulation and a tabu search algorithm. Thomadsen and Stidsen [30] study the ring/1-ring network design problem with an objective function that includes the cost for installing edges and also savings obtained by handling communication demands within access rings. Due to the complexity introduced by the savings in the objective function, they propose to solve the problem in two steps. They describe a branch-and-price algorithm for the optimal design of the access rings in the first step. The design of the backbone ring is modeled as a Generalized Traveling Salesman Problem in the second step. While the first step is deeply investigated in [30], the second step is omitted. Our approach to the ring/1-ring network design problem tackles the two steps simultaneously, as an integrated problem, although without considering savings in the objective function. Rodríguez-Martín et al. [25] propose a branch-and-cut algorithm for several two-level network design problems with survivability requirements in both levels. Two of these problems are ring/two-edge connected network design and ring/ring network design problems. However, the ring/ring problem in [25] differs from the ring/1-ring problem studied here (i.e., the \( \kappa \)-rings where \( \kappa = 1 \)) since in the
former not all nodes must be necessarily on an access network, giving rise to optimal solutions with hubs without any adjacent access network. Carroll and McGarraghy [4] propose to decompose the problems of designing the rings in different levels. Shi and Fonseka [26] study the design of hierarchical self healing rings and propose a heuristic. Proestki and Sinclair [24] and Shi and Fonseka [27] propose heuristic algorithms for the problem with dual homing. Fouilloux et al. [11] and Karasan et al. [14] study the design of two level networks with single and dual homing and a survivable backbone network.

In this article, we generalize the ring/ring network design problem by allowing multiple rings at each hub. We present a formulation and valid inequalities to strengthen it. We propose a branch-and-cut algorithm to solve this problem and analyze the results of our computational experiments.

The remainder of the article is organized as follows. We present our formulation in Section 2. In Section 3, we derive several families of valid inequalities to strengthen the formulation. We explain the details of our branch-and-cut algorithm in Section 4, and present our computational results in Section 5. Finally, the article ends with conclusions in Section 6.

2. FORMULATION

We first define the problem formally and then present the formulation. Let \( V = \{0, 1, \ldots, n - 1\} \) be the set of nodes. Node 0 is the root node and a hub is already installed at this node. Let \( E = \{(i, j) : i, j \in V, i < j\} \) be the set of edges. We assume that all edges are potential links for a solution. Let \( G = (V, E) \) be an undirected graph with no multiple edges allowed. We denote with \( f_e \) the fixed cost of installing a hub at node \( j \in V \), and with \( b_e \) and \( a_e \) the costs of installing a backbone link and an access link on edge \( e \in E \), respectively.

The aim of our problem is to find a subset of nodes of \( V \) on which hubs are installed, to connect these hubs with backbone edges that form a ring, to assign each non-hub node to a hub node, and to connect the nodes that are assigned to the same hub with access rings. Each access ring must contain at most \( q \) nodes, and each hub must be adjacent to at least one and to at most \( k \) access rings. We would like to choose the hubs and the backbone and access rings in such a way that the total design cost is minimized.

Let \( K = \{1, \ldots, k\} \). The decision variables in our formulation are the following. The variable \( z_{ij} \) takes value 1 if node \( i \in V \) is assigned to hub \( j \in V \), and 0 otherwise. If \( z_{ij} = 1 \) then node \( j \) is a hub itself. For \( i \neq j \) and \( k \in K \), \( w_{ij}^k \) is equal to 1 if node \( i \) is assigned to the \( k \) th ring adjacent to hub node \( j \), and 0 otherwise. For \( i \in V \), \( w_{ii}^k \) is 1 if the \( k \) th ring adjacent to node \( i \) is used, and 0 otherwise. With these definitions, we have that \( z_{ij} = \sum_{k \in K} w_{ij}^k \) for all \( i, j \in V \), \( k = j \), and \( z_{ij} = \max_{k \in K} w_{ij}^k \) for all \( i \in V \). Note that the latter enforces at least one access ring for each hub. Regarding the edge design variables, we define \( x_e \) to be 1 if edge \( e \in E \) is used in an access network and 0 otherwise, and \( y_e \) to be 1 if edge \( e \) is used in the backbone network and 0 otherwise.

We also use the following notation. For \( S \subseteq V \), \( \delta(S) \) is the set of edges with one endpoint in \( S \), and \( E(S) \) is the set of edges with both endpoints in set \( S \). When \( S \) is a singleton, that is, \( S = \{i\} \), we use \( \delta(i) \) instead of \( \delta([i]) \). For brevity, we write \( x(E') = \sum_{e \in E'} x_e \) and \( y(E') = \sum_{e \in E'} y_e \) for all \( E' \subseteq E \), and \( z(S, T) \) instead of \( \sum_{i \in S, j \in T} z_{ij} \) for all \( S, T \subseteq V \).

The ring/\( \kappa \)-ring network design problem can be modeled as follows:

\[
\begin{align*}
\min & \sum_{i \in V} f_i z_{ii} + \sum_{e \in E} a_e x_e + \sum_{e \in E} b_e y_e \\
\text{s.t.} & \quad z(i : V) = 1 \quad \forall i \in V, \\
& \quad \sum_{j \in V} w_{ij}^k \leq q w_{jj}^k \quad \forall j \in V, k \in K, \\
& \quad z_{ij} = \sum_{k \in K} w_{ij}^k \quad \forall i \in V, j \in V \setminus \{i\}, \\
& \quad z_{ij} = w_{ij}^1 \geq \cdots \geq w_{ij}^k \quad j \in V, \\
& \quad z_{ii} = 1, \\
& \quad x(\delta(i)) = 2 \sum_{k \in K} w_{ii}^k + 2 z(i : V \setminus \{i\}) \quad \forall i \in V, \\
& \quad y(\delta(i)) = 2 z_{ii} \quad \forall i \in V, \\
& \quad z_{ij} + y(i, j) \leq z_{ii} \quad \forall i, j \in V : \{i, j\} \in E, \\
& \quad z_{ij} + y(i, j) \leq z_{ii} \quad \forall i, j \in V : \{i, j\} \in E, \\
& \quad y(\delta(S)) \geq 2 z(i : S) \quad \forall S \subseteq V \setminus \{0\}, i \in S, \\
& \quad x(\delta(S)) \geq 2 z(i : V \setminus S) \quad \forall S \subset V, i \in S, \\
& \quad x(i, j) + w_{ip}^k + w_{ip}^k \leq 2 \quad \forall \{i, j\} \in E, i, j' \in V \text{ and } k, k' \in K : \{i' \neq j\} \text{ or } \{i = j', i' \neq i, j' \neq j, k \neq k'\}, \\
& \quad x(i, j) + z_{ii} + z(j : V \setminus \{i\}) \leq 2 \quad \forall \{i, j\} \in E, \\
& \quad x(i, j) + z(i : V \setminus \{j\}) + z_{ij} \leq 2 \quad \forall \{i, j\} \in E, \\
& \quad w_{ij}^k \in \{0, 1\} \quad \forall i, j \in V, k \in K, \\
& \quad x_e, y_e \in \{0, 1\} \quad \forall e \in E, \\
& \quad z_{ii} \in \{0, 1\} \quad \forall i, j \in V.
\end{align*}
\]

The objective function (1) is the sum of the cost of locating hubs and the cost of installing access and backbone edges. Constraints (2) ensure that each node is either a hub or it is assigned to another hub node. Constraints (3) are capacity constraints that limit the number of nodes on each access ring to \( q \). They also ensure that no node is assigned to a non existing ring. Constraints (4) and (5) relate the variables \( z \) and \( w \). If a node is assigned to a hub different than itself, then it is assigned to exactly one of the rings adjacent to that hub. If there is a ring adjacent to a node, then the node is a hub. Note that constraints (5) force the assignment of consecutive labels (1 to \( k \)) to the rings adjacent to a hub, thus breaking some symmetries. They also make sure that each hub has at least one access ring adjacent to it. Constraint (6) forces the
root node to be a hub. Constraints (7) and (8) are degree constraints. The number of access edges adjacent to a node is two if the node is assigned to another hub. If the node is a hub itself, then it is twice the number of rings adjacent to it. The number of backbone links adjacent to a node is two if the node is a hub and it is zero otherwise. If an edge is used in the backbone network then constraints (9) and (10) ensure that both endpoints should be hubs. Otherwise, one endpoint can be assigned to the other only if the latter is a hub. Constraints (11) impose the 2-edge connectedness of the backbone network. If node \( i \in S \) is a hub or if it is assigned to a hub node in set \( S \), then there exists at least one hub in set \( S \) and the constraint asks for at least two backbone edges on the cut \( \delta(S) \) since the root is in \( V \setminus S \). Similarly, constraints (12) ensure the 2-edge connectedness of the access networks. If node \( i \in S \) is allocated to a hub node in \( V \setminus S \) then there should be at least two access links between \( S \) and \( V \setminus S \). By imposing 2-edge connectedness together with the degree constraints, we make sure that the networks are rings. Constraints (13)–(15) ensure that if the access link \( (i, j) \) is used then \( i \) and \( j \) are allocated to the same ring adjacent to the same hub. Finally, constraints (16)–(18) are variable restrictions.

3. VALID INEQUALITIES

Let \( \mathcal{X} \) be the feasible set of model (2)–(18). In this section, we propose several families of valid inequalities for \( \mathcal{X} \) that generalize other inequalities given in Rodríguez-Martín et al. [25] for the ring/ring network design problem.

The valid inequalities of the first family guarantee that an access edge cannot be used if its endpoints are in two different rings.

**Theorem 1.** Let \( (i, j) \in E \) and \( K_i \subseteq K \) for all \( l \in V \setminus \{i, j\} \). The inequality

\[
x(i, j) \leq \sum_{l \in V \setminus \{i, j\}} \left( \sum_{k \in K_i} w_{il}^k + \sum_{k \in K \setminus K_i} w_{jl}^k \right) + z_{ij} + z_{ji}
\]

is valid for \( \mathcal{X} \). In addition, these inequalities dominate constraints (13), and constraints (14) and (15) are special cases.

**Proof.** Suppose that \( \sum_{l \in V \setminus \{i, j\}} \left( \sum_{k \in K_i} w_{il}^k + \sum_{k \in K \setminus K_i} w_{jl}^k \right) + z_{ij} + z_{ji} = 0 \). We prove that \( x(i, j) = 0 \) in the three possible cases:

1. \( z_{ii} = 1 \). In this case, as \( z_{ji} = 0 \), we know that \( j \) is not assigned to hub \( i \) and so we cannot use edge \( (i, j) \).
2. \( z_{ji} = 1 \). Similar to the previous case.
3. \( z_{ii} = z_{ji} = 0 \). Then, there exists \( l \in V \setminus \{i, j\} \) such that \( \sum_{k \in K_i} w_{il}^k = \epsilon = 1 \) and \( \epsilon \in V \setminus \{i, j\} \) such that \( \sum_{k \in K \setminus K_i} w_{jl}^k = 1 \). If \( l \) and \( \epsilon \) are different, then nodes \( i \) and \( j \) are assigned to different hubs and edge \( (i, j) \) cannot be used. If \( l \) and \( \epsilon \) are the same, then \( i \) and \( j \) are assigned to two different rings adjacent to node \( l \) and again we cannot use edge \( (i, j) \).

This proves the validity of the inequality.

Next, we prove that inequality (19) is stronger than (13). To see this, we first rewrite (13) for \( i, j \in V, k, k' \in K \) such that \( i \neq j', \) or \( i' = j, i' \neq i, j' \neq j, \) and \( k \neq k' \), as

\[
x(i, j) \leq z(i : V \setminus \{i'\}) + \sum_{k \in K \setminus \{k\}} w_{ik}^k + z(j : V \setminus \{j'\}) + \sum_{k \in K \setminus \{k\}} w_{jk}^k.
\]

Now, consider inequality (19) for \( K_f' = K \setminus \{k\} \), \( K_f' = \{k'\} \) and \( K_l = K \) for \( l \in V \setminus \{i', j', j''\} \). We obtain

\[
x(i, j) \leq z(i : V \setminus \{i, j, i', j''\}) + \sum_{k \in K \setminus \{k\}} w_{ik}^k + w_{i'k}^k + w_{j'k}^k + \sum_{k \in K \setminus \{k\}} w_{jk}^k + z_{ij} + z_{ji}.
\]

Now as

\[
z(i : V \setminus \{i, j, i', j''\}) \leq z(i : V \setminus \{i', j'\}),
\]

\[
w_{i'k}^k + \sum_{k \in K \setminus \{k\}} w_{i'k}^k + z_{ij} \leq z(j : V \setminus \{j'\}) + \sum_{k \in K \setminus \{k\}} w_{jk}^k,
\]

\[
\sum_{k \in K \setminus \{k\}} w_{ik}^k + w_{i'k}^k + z_{ij} \leq \sum_{k \in K \setminus \{k\}} w_{jk}^k + z_{ij} + z_{ji},
\]

the right-hand side of (21) is not more than the right-hand side of (20). Hence inequalities (19) dominate constraints (13).

Finally, we prove that constraints (14) and (15) are special cases of inequalities (19). Let \( (i, j) \in E \). Using constraints (2) for nodes \( i \) and \( j \), constraint (14) can be rewritten as

\[
x(i, j) \leq z(i : V \setminus \{i, j\}) + z_{ij} + z_{ji}.
\]

This is inequality (19) for \( K_l = K \) for all \( l \in V \setminus \{i, j\} \). The proof for constraints (15) can be done similarly.

The second family of valid inequalities strengthens the connectivity constraints (12) for the access networks.

**Theorem 2.** Let \( S \subseteq V \) be a non-empty set. Let \( (S_1, \ldots, S_{m_0}) \) be a partition of \( S \times K \) and \( (T_1, \ldots, T_{m_1}) \) be a partition of \( (V \setminus S) \times K \). Consider \( i_1, \ldots, i_{m_0} \) distinct nodes in \( S \) and \( j_1, \ldots, j_{m_1} \) distinct nodes in \( V \setminus S \). The inequality

\[
x(\delta(S)) \geq \sum_{l=1}^{m_2} \sum_{(u, k) \in T_l} w_{iu}^k + \sum_{l=1}^{m_1} \sum_{(v, k) \in S_l} w_{jv}^k
\]

is valid for \( \mathcal{X} \). Inequality (22) with \( m_2 = 1 \) and \( i_1 = i \) dominates constraint (12) for any \( i \) in \( S \).

**Proof.** As nodes \( i_1, \ldots, i_{m_2} \) and \( j_1, \ldots, j_{m_1} \) are all distinct and sets \( S_1, \ldots, S_{m_0} \) and \( T_1, \ldots, T_{m_1} \) are all disjoint, \( \sum_{l=1}^{m_2} \sum_{(u, k) \in T_l} w_{iu}^k + \sum_{l=1}^{m_1} \sum_{(v, k) \in S_l} w_{jv}^k \) is a lower bound on the number of rings that cross the cut \( \delta(S) \). As each ring
uses at least two edges in $\delta(S)$, the inequality is satisfied by all feasible solutions.

If we let $m_2 = 1$ and $i_1 = i$, then inequality (22) becomes

$$x(\delta(S)) \geq 2 \left( \sum_{u \in V \setminus S} \sum_{k \in K} w_{iu}^k + \sum_{l=1}^{m_1} \sum_{(u,k) \in S_l} w_{iu}^k \right).$$

The right-hand side of this inequality is equal to $2(\delta(i : V \setminus S) + \sum_{k=1}^{m} \sum_{(u,k) \in S_l} w_{iu}^k)$ and is greater than or equal to $2\delta(i : V \setminus S)$. Hence these inequalities dominate constraints (12).

Finally, the third family of inequalities exploits the capacity limitation as it is done in the vehicle routing problem.

**Theorem 3.** Consider a nonempty set $S \subset V$, a partition $(S_1, \ldots, S_m)$ of $S \times K$ and distinct nodes $j_1, \ldots, j_m$ be in $V \setminus S$. Inequalities

$$x(\delta(S)) \geq 2 \left( \left\lceil \frac{|S|}{q-1} \right\rceil - \sum_{i \in S} z_{ii} \right. - \sum_{i \in S} \sum_{k \in K} w_{ik}^k + \sum_{l=1}^{m} \sum_{(u,k) \in S_l} w_{iu}^k \right) \quad (23)$$

and

$$x(\delta(S)) \geq 2 \left( \left\lceil \frac{|S|}{q-1} \right\rceil - \sum_{i \in S} z_{ii} - \frac{|S|}{q-1} - 1 \right. - \sum_{i \in S} \sum_{k \in K} w_{ik}^k + \sum_{l=1}^{m} \sum_{(u,k) \in S_l} w_{iu}^k \right) \quad (24)$$

are valid.

**Proof.** When there are $\sum_{i \in S} z_{ii}$ hubs in set $S$, we need at least $\left\lceil \frac{|S|-\sum_{i \in S} z_{ii}}{q-1} \right\rceil$ rings to cover the nodes in set $S$. As there are $\sum_{i \in S} \sum_{k \in K} w_{ik}^k$ rings adjacent to hubs in set $S$, the remaining $\left\lceil \frac{|S|-\sum_{i \in S} z_{ii}}{q-1} \right\rceil - \sum_{i \in S} \sum_{k \in K} w_{ik}^k$ rings are adjacent to hubs in set $V \setminus S$. There are also at least $\sum_{l=1}^{m} \sum_{(u,k) \in S_l} w_{iu}^k$ distinct rings adjacent to hubs in set $S$ serving nodes in $S \setminus \delta(S)$. Hence overall at least $2 \left( \left\lceil \frac{|S|-\sum_{i \in S} z_{ii}}{q-1} \right\rceil - \sum_{i \in S} \sum_{k \in K} w_{ik}^k + \sum_{l=1}^{m} \sum_{(u,k) \in S_l} w_{iu}^k \right)$ access edges cross the cut $\delta(S)$. Finally, $\left\lceil \frac{|S|-\sum_{i \in S} z_{ii}}{q-1} \right\rceil \geq \left\lceil \frac{|S|}{q-1} \right\rceil - \left\lceil \frac{\sum_{i \in S} z_{ii}}{q-1} \right\rceil \geq \left\lceil \frac{|S|}{q-1} \right\rceil - \sum_{i \in S} z_{ii}$. Also, $\left\lceil \frac{|S|}{q-1} \right\rceil - \left\lceil \frac{\sum_{i \in S} z_{ii}}{q-1} \right\rceil \geq \left\lceil \frac{|S|}{q-1} \right\rceil - \sum_{i \in S} z_{ii} - 1.$

4. **BRANCH-AND-CUT ALGORITHM**

As the formulation we presented for the ring-$k$-rings problem involves an exponential number of constraints, we propose a branch-and-cut algorithm to solve it. In addition, we strengthen the Mixed Integer Programming (MIP) model with the valid inequalities presented in the previous section. The branch-and-cut approach for integer programming problems combines a branch-and-bound method for exploring a decision tree and a cutting plane method for computing bounds. At each node of the search tree, the cutting plane method improves a linear relaxation of the problem. When this is not further possible, the branch-and-bound algorithm proceeds. We outline next the main ingredients of the algorithm.

4.1. **Initialization**

To start the optimization, we initialize the linear program (LP) model by removing the exponential number of constraints (11) and (12) and the dominated constraints (13), and relaxing the integrality constraints on the variables of the original formulation. We keep constraints (14) and (15) for computational reasons, as they speed up the convergence of the method. Hence, the initial LP model is (1)–(10), (14)–(15), and the continuous relaxation of (16)–(18).

4.2. **Cutting Plane Phase**

Given an optimal LP solution $(x^*, y^*, z^*, w^*)$ of the relaxed ring-$k$-rings problem, the separation routines for constraints (19), (11), and (12) are applied, in this sequence. The cutting plane phase is performed each time an integer solution is found, to check whether it is feasible, and each 10 branch-and-cut nodes. Moreover, the number of violated cuts of each family added to the model is limited to 20, and the total number of cuts added in each cut generation step is limited to 75.

These limits are set to improve the general performance of the algorithm, both in terms of consumed memory (size of the subproblems) and time (computational cost of the separation procedures).

Inequalities (19) can be separated in polynomial time, as stated in the following result.

**Proposition 1.** Inequalities (19) can be separated in $O(n^2k)$ time.

**Proof.** It suffices to observe that for a given edge $(i,j) \in E$, the right-hand side of inequality (19) is minimized by setting $K_i = \{k \in K : w_{ii}^k \leq w_{ij}^k\}$ for all $l \in V \setminus \{i,j\}$.

The subtour elimination constraints for the Traveling Salesman Problem (TSP) can be separated in polynomial time by solving a max-flow/min-cut problem on an appropriately defined support graph. We follow the same idea to devise exact separation procedures for inequalities (11) and (12). The detailed algorithms are given in [25].

Finally, constraints (22), (23), and (24) are not directly separated, but their violation is checked each time a violated inequality (12) is found. More precisely, for a given $S \subset V$, and the violation test for (22) is done by checking whether

$$x^*(\delta(S)) < 2 \sum_{k \in K} \left( \sum_{u \in V \setminus S} \max_{i \in S} w_{iu}^k + \sum_{u \in S} \max_{j \in V \setminus S} w_{ju}^k \right).$$
If so, we have found a violated constraint (22) for the given implicit partition.

Similarly, for a given \( S \subset V \), the violation tests for (23) and (24) consist in checking, respectively, whether

\[
x^*(\delta(S)) < 2 \left( \left\lfloor \frac{|S|}{q-1} \right\rfloor \right) + \sum_{i \in S} \sum_{j \in \mathcal{V} \setminus S} w_{ij} \max_{j \in \mathcal{V} \setminus S} w_{ju}
\]

and

\[
x^*(\delta(S)) < 2 \left( \left\lfloor \frac{|S|}{q-1} \right\rfloor \right) + \sum_{i \in S} z_{ii} - \sum_{i \in S} \sum_{k \in K} w_{ik} - 1
\]

\[
- \sum_{i \in S} \sum_{k \in K} w_{ik} + \sum_{a \in S} \sum_{k \in K} \max_{j \in \mathcal{V} \setminus S} w_{ju}
\]

4.3. Branching Strategy

To select the candidate variables for branching, we prioritize the set of variables \( z_{ii} \). The reason is that setting \( z_{ii} = 0 \) or \( z_{ii} = 1 \) fixes several other variables to 0 and 1 as well. Among the candidate variables, we branch on the one whose value in the linear relaxation solution is furthest from being an integer, that is, is closest to 0.5. We branch on the other variables only when all variables \( z_{ii} \)'s are integer, and in that case we use the strong branching rule incorporated in CPLEX to select the next branch-and-bound tree node to explore.

5. Computational Results

The branch-and-cut algorithm was implemented in C++ and run on a personal computer with an Intel Core i7 CPU at 3.4 GHz and 16 GB of RAM. We used CPLEX 12.5 as mixed integer linear programming solver, keeping the default settings except for the branching rule.
We tested the algorithm on two data sets used in [25] consisting of 36 instances each, with a number of nodes ranging from 15 to 40. In the Class I instances, edge costs \( c_{ij} \) are randomly generated in \([1, 100]\). In the instances of the Class II node coordinates are randomly generated in \([0, 100] \times [0, 100] \), and the edge costs \( c_{ij} \) are computed as the Euclidean distance between the points \( i \) and \( j \). In both types of instances, we define the access and backbone link costs as \( a_e = c_e \) and \( b_e = 4c_e \), respectively. That is, the cost of installing a backbone link is four times higher than the cost of installing an access link on the same edge. The hub capacity \( q \) takes values in \([\lceil 3n/4 \rceil, \lceil n/2 \rceil, \lceil n/4 \rceil] \), thus going from a lax to a tight value. For each combination of number of nodes and capacity, we tried three different settings from a lax to a tight value. For each combination of number of nodes and capacity, we tried three different settings from a lax to a tight value.

In the instances of Class I, the Euclidean distances, seem to be more difficult. In fact, 11 out of the 36 instances of Class I are solved without branching (i.e., at the root node of the branch-and-cut tree). All the instances in Table 1 are solved to optimality within the time limit. The instances of Class II, with Euclidean distances, seem to be more difficult. In fact, 11 out of the 36 instances of Class I are solved without branching (i.e., at the root node of the branch-and-cut tree), while that figure goes down to 5 for Class II. The hardest instances are those with 40 nodes and the tightest capacity (\( q = \lceil n/4 \rceil \)). When looking

### Table 2: Results for the ring/2-rings network design problem

<table>
<thead>
<tr>
<th>( f_j )</th>
<th>( n )</th>
<th>( q )</th>
<th>opt</th>
<th>%-gap</th>
<th>cpu</th>
<th>nodes</th>
<th>nCuts</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>[3n/4]</td>
<td>910</td>
<td>0.25</td>
<td>0.79</td>
<td>2,901</td>
<td>5,171</td>
<td>3.04</td>
</tr>
<tr>
<td>15</td>
<td>[n/2]</td>
<td>913</td>
<td>0.19</td>
<td>0.77</td>
<td>2,901</td>
<td>5,171</td>
<td>3.04</td>
</tr>
<tr>
<td>15</td>
<td>[n/4]</td>
<td>963</td>
<td>1.84</td>
<td>24</td>
<td>129</td>
<td>1,323</td>
<td>1.03</td>
</tr>
<tr>
<td>20</td>
<td>[3n/4]</td>
<td>1,216</td>
<td>0.34</td>
<td>24</td>
<td>129</td>
<td>1,323</td>
<td>1.03</td>
</tr>
<tr>
<td>20</td>
<td>[n/2]</td>
<td>1,216</td>
<td>0.70</td>
<td>0</td>
<td>162</td>
<td>1,323</td>
<td>1.03</td>
</tr>
<tr>
<td>20</td>
<td>[n/4]</td>
<td>1,301</td>
<td>4.53</td>
<td>42.59</td>
<td>594</td>
<td>1,272</td>
<td>1,502</td>
</tr>
<tr>
<td>30</td>
<td>[3n/4]</td>
<td>979</td>
<td>0.36</td>
<td>0</td>
<td>44</td>
<td>1,321</td>
<td>0.58</td>
</tr>
<tr>
<td>30</td>
<td>[n/2]</td>
<td>979</td>
<td>0.55</td>
<td>0</td>
<td>100</td>
<td>1,336</td>
<td>1.62</td>
</tr>
<tr>
<td>30</td>
<td>[n/4]</td>
<td>1,026</td>
<td>3.45</td>
<td>680.43</td>
<td>4,888</td>
<td>2,881</td>
<td>1,480</td>
</tr>
<tr>
<td>40</td>
<td>[3n/4]</td>
<td>737</td>
<td>0.08</td>
<td>0.79</td>
<td>1,457</td>
<td>2,204</td>
<td>1,674</td>
</tr>
<tr>
<td>40</td>
<td>[n/2]</td>
<td>737</td>
<td>0.81</td>
<td>6.16</td>
<td>79</td>
<td>436</td>
<td>1,435</td>
</tr>
<tr>
<td>40</td>
<td>[n/4]</td>
<td>758</td>
<td>2.94</td>
<td>470.20</td>
<td>1,593</td>
<td>2,817</td>
<td>1,655</td>
</tr>
<tr>
<td>15</td>
<td>[3n/4]</td>
<td>2,591</td>
<td>0.05</td>
<td>1.14</td>
<td>4.59</td>
<td>277</td>
<td>142</td>
</tr>
<tr>
<td>15</td>
<td>[n/2]</td>
<td>2,591</td>
<td>0.06</td>
<td>0.72</td>
<td>12</td>
<td>158</td>
<td></td>
</tr>
<tr>
<td>15</td>
<td>[n/4]</td>
<td>2,706</td>
<td>0.46</td>
<td>0.27</td>
<td>18</td>
<td>84</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>[3n/4]</td>
<td>2,706</td>
<td>0.46</td>
<td>0.27</td>
<td>18</td>
<td>84</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>[n/2]</td>
<td>2,706</td>
<td>0.14</td>
<td>0.72</td>
<td>12</td>
<td>158</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>[n/4]</td>
<td>2,799</td>
<td>2.22</td>
<td>11.89</td>
<td>272</td>
<td>606</td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>[3n/4]</td>
<td>2,560</td>
<td>0.73</td>
<td>0</td>
<td>97</td>
<td></td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>[n/2]</td>
<td>2,560</td>
<td>0.59</td>
<td>0</td>
<td>86</td>
<td></td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>[n/4]</td>
<td>2,581</td>
<td>0.35</td>
<td>31.22</td>
<td>244</td>
<td>976</td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>[3n/4]</td>
<td>2,464</td>
<td>0.04</td>
<td>5.82</td>
<td>50</td>
<td>330</td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>[n/2]</td>
<td>2,464</td>
<td>0.03</td>
<td>5.01</td>
<td>20</td>
<td>317</td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>[n/4]</td>
<td>2,519</td>
<td>1.50</td>
<td>386.91</td>
<td>1,558</td>
<td>2,733</td>
<td></td>
</tr>
<tr>
<td>[1, 500]</td>
<td>[3n/4]</td>
<td>4,510</td>
<td>0.19</td>
<td>0</td>
<td>85</td>
<td></td>
<td></td>
</tr>
<tr>
<td>[1, 500]</td>
<td>[n/2]</td>
<td>4,513</td>
<td>1.50</td>
<td>0</td>
<td>80</td>
<td></td>
<td></td>
</tr>
<tr>
<td>[1, 500]</td>
<td>[n/4]</td>
<td>4,563</td>
<td>0.76</td>
<td>1.83</td>
<td>81</td>
<td>291</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>[3n/4]</td>
<td>4,816</td>
<td>0.30</td>
<td>0.25</td>
<td>23</td>
<td>100</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>[n/2]</td>
<td>4,816</td>
<td>0.28</td>
<td>0.30</td>
<td>16</td>
<td>152</td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>[n/4]</td>
<td>4,901</td>
<td>0.99</td>
<td>0</td>
<td>87</td>
<td>2,193</td>
<td>1,807</td>
</tr>
<tr>
<td>30</td>
<td>[3n/4]</td>
<td>4,597</td>
<td>0.34</td>
<td>0</td>
<td>40</td>
<td></td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>[n/2]</td>
<td>4,597</td>
<td>0.41</td>
<td>0</td>
<td>65</td>
<td></td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>[n/4]</td>
<td>4,626</td>
<td>0.77</td>
<td>896.48</td>
<td>6,724</td>
<td>3,469</td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>[3n/4]</td>
<td>4,337</td>
<td>0.14</td>
<td>2.11</td>
<td>39</td>
<td>297</td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>[n/2]</td>
<td>4,337</td>
<td>0.16</td>
<td>18.16</td>
<td>141</td>
<td>686</td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>[n/4]</td>
<td>4,385</td>
<td>0.52</td>
<td>1,035.02</td>
<td>2,901</td>
<td>3,912</td>
<td></td>
</tr>
</tbody>
</table>

...
at a given node size, it is also clear that the instances with the most restrictive capacity are the hardest ones. In fact, the duality gaps are usually below 1% for the instances with larger capacities, and the computation times are also much smaller. Regarding the fixed costs for hubs, the duality gaps tend to decrease as they increase, this being more noticeable in Class II.

Table 2 shows the results for the ring/2-rings problem. In this case, the branch-and-cut algorithm fails to solve five instances of Class II within the time limit of 2 hours. They are all cases with 30 and 40 nodes and with the tightest capacity. On the contrary, the algorithm finds the optimal solution of all the instances with random distances (Class I). A total of 13 instances out of 36 in Class I and 7 in Class II are solved at the root node, and the duality gaps are again usually below or around 1% except when the capacity is the tightest.

The results for the ring/3-rings problem are given in Table 3. The algorithm does not manage to prove optimality on the three instances of Class I with 40 nodes and \( q = \lceil n/4 \rceil \), and on the six instances of Class II with that capacity and 30 and 40 nodes. However, optimal solutions are obtained for all the other instances in few minutes. It is interesting to observe that, on our test bed, the optimal solutions of the ring/3-rings problem coincide in most of cases with the optimal solutions of the ring/2-rings problem. The exceptions are two instances of Class II with \( n = 20 \) and the tightest capacity.

Table 4 shows the average number of cuts of each type generated during the computation for the problems with \( \kappa = 2 \).
We tested several different orders for adding violated constraints (12), (22), (23), and (24) to the model, as they are all found in the separation routine for (12). We eventually decided not to use inequalities (24) in the final version of the branch-and-cut algorithm, as they did not seem to add anything computationally with respect to constraints (23), independently of their order, on our instances, and chose to add (23), (12), and (22) in that sequence. For each hub fixed cost setting, we report in a single line the data corresponding to the 12 instances with that setting. The largest number of violated cuts generated corresponds to the valid inequalities (19). This may be explained by the fact that they are separated at the beginning of the cutting plane phase and that they replace constraints (13), which are necessary to define the problem. In the second place come inequalities (12) and (22). Their numbers coincide because we check the violation of constraints (22) inside the separation routine for (12), as said before, and we are certain to find a violated constraint of the first type when the latter is violated. However, this does not happen with constraints (23). Violated cuts of type (11) appear too, mainly in the first nodes of the branch-and-cut. Note also that the number of violated cuts found when solving the instances of Class II is larger than the number of violated cuts generated when solving instances of Class I. This again indicates the greater difficulty of the instances with Euclidean distances.

Finally, to evaluate the effect of the valid inequalities used in our branch-and-cut approach, we performed an experiment consisting of comparing the complete algorithm described in Section 4 with three other versions of it. The first version (basic1 B&C) is a basic algorithm that uses only the constraints (1)–(18) in the model. All constraints are incorporated to the initial LP, except the connectedness constraints (11) and (12) which are separated. In the second version (basic2 B&C), constraints (13) are removed from the initial LP, and instead the stronger constraints (19) are separated. The third version of the algorithm (basic3 B&C) incorporates the violation checking test for the valid inequalities (22). Table 5 displays the results obtained for the smallest instances, those with 15 and 20 nodes, when solving
the ring/2-rings problem. We report, for each algorithm, the gap of the linear programming relaxation at the end of the root node and the total computing time. It is clear from the results that the separation of the valid inequalities presented in Section 3 not only reduces the gap, but significantly reduces the computation times. In fact, the first basic branch-and-cut algorithm is unable to solve three of the instances with 20 nodes within the time limit of 2 hours, and takes substantially more time to solve each of the other instances than the complete branch-and-cut algorithm.

6. CONCLUSIONS

In this article, we addressed a two-level network design problem with ring topology in both levels of the network. This structure ensures network survivability, understood as protection against single-edge failures. We imposed that there is at least one and at most \( k \) access ring networks adjacent to each hub. The number of nodes in each access ring is also limited. Solving this complex optimization problem implies to chose the location of the hubs, to decide on the assignment of the other nodes to the hubs, and to design the backbone and access rings.

We present a mathematical model and valid inequalities for the problem. Some of the inequalities generalize others given in the literature for related problems. We describe an exact branch-and-cut algorithm, and we show computational results on two classes of instances with up to 40 nodes and different features. The proposed algorithm is able to solve to optimality most of the instances in less than 15 min, which is a quite reasonable time.

The formulation and valid inequalities presented here may also be used for problems where rings are used for routing vehicles. We are interested, as future work, in extending these results to solve problems with multiple depots, customers with arbitrary demands, and vehicles with different capacities.
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